**6. Arrays**

**1) Adding Element**:

We can add element in an array at beginning, middle or at the end position. For this purpose we have three methods.

1. push() => Add element at the end
2. unshift() => Add element at the beginning
3. splice() => remove, replace or add element on middle.

**Example**:

const number = [3, 4];

*//End-> add element at the end*

number.push(5, 6);

console.log(number); *//[ 3, 4, 5, 6 ]*

*//Beginning-> add element at the beginning*

number.unshift(1, 2);

console.log(number); *//[ 1, 2, 3, 4, 5, 6 ]*

*//Middle-> add element in middle*

number.splice(2, 0, 3.5);

console.log(number); *//[1, 2, 3.5, 3, 4, 5, 6];*

**splice() method**:

The splice() method changes the contents of an array by removing or replacing existing elements and/or adding new elements.

splice(start: number, deleteCount: number, ...items: number[])

start -> from which index we want to start

deleteCount -> how many elements we want to delete

items -> element we want to add

**2) Finding element (Primitive Type)**:

Finding element really depends what we are works with primitive type or reference type in an array. In primitive type for find element in an array we can use the following method.

**a) indexOf()**:

The indexOf() method searches the array for the specified item, and returns its position (index).

The search will start at the specified position, or at the beginning if no start position is specified, and end the search at the end of the array.

Returns -1 if the item is not found.

If the item is present more than once, the indexOf method returns the position of the first occurrence.

Note: The first item has position 0, the second item has position 1, and so on.

**Example**:

const number = [2, 3, 4, 5, 6, 7, 8, 9, 1, 2];

*//find the index of element 3 => 1*

console.log(number.indexOf(3)); *//1*

*//return -1 if element not present in array*

console.log(number.indexOf(11)); *//-1*

*//start find from index 2 and find index of element 7 => 5*

console.log(number.indexOf(7, 2)); *//5*

*//if more than one element return the index of first element*

console.log(number.indexOf(2)); *//0*

**b) lastIndexOf()**:

The lastIndexOf() method searches the array for the specified item, and returns its position.

The search will start at the specified position or at the end if no start position is specified, and end the search at the beginning of the array.

Returns -1 if the item is not found.

If the item to search for is present more than once, the lastIndexOf method returns the position of the last occurrence.

lastIndexOf(searchElement: number, fromIndex?: number): number

Returns the index of the last occurrence of a specified value in an array.

searchElement — The value to locate in the array.

fromIndex — The array index at which to begin the search. If fromIndex is omitted, the search starts at the last index in the array.

**Example**:

const numbers = [1, 2, 3, 3, 2, 1];

console.log(numbers.lastIndexOf(1)); *//5*

console.log(numbers.lastIndexOf(1, 4)); *//0*

**c) includes()**:

The includes() method determines whether an array contains a specified element. This method returns true if the array contains the element, and false if not.

**Note**:

The includes() method is case sensitive.

**Example**:

const numbers = [1, 2, 3, 5];

console.log(numbers.includes(5)); *//true*

console.log(numbers.includes(8)); *//false*

*//serch element -> 2, start serch from third index*

console.log(numbers.includes(2, 2)); *//false*

*array*.includes(element, start)

element => Required. The element to search for

start => Optional. Default 0. At which position in the array to start the search

**3) Finding element (Reference Type)**:

If the array is reference type then we use the following method to find element in an array.

**a) find()**:

The find() method returns the value of the first element in the array that satisfies the provided testing function. Otherwise undefined is returned.

The find method executes the callback function once for each index of the array until it finds one where callback returns a true value. If such an element is found, find immediately returns the value of that element. Otherwise, find returns undefined. callback is invoked for every index of the array from 0 to length - 1 and is invoked for all indexes, not just those that have been assigned values. This may mean that it's less efficient for sparse arrays than other methods that only visit indexes that have been assigned a value.

**Example**:

const courses = [

{ id: 1, name: "a" },

{ id: 2, name: "b" },

{ id: 3, name: "c" }

];

const course = courses.find(function(course) {

return course.name === "a";

});

console.log(course); *//{id: 1, name: "a"}*

const course1 = courses.find(course => course.name == "b");

console.log(course1); *//{id: 2, name: "b"}*

**b) findIndex()**:

The findIndex() method returns the index of the first element in the array that satisfies the provided testing function. Otherwise, it returns -1, indicating no element passed the test.

The findIndex method executes the callback function once for every array index 0..length-1 (inclusive) in the array until it finds one where callback returns a truthy value (a value that coerces to true).

If such an element is found, findIndex immediately returns that found element's index. If the callback never returns a truthy value or the array's length is 0, findIndex returns -1. Unlike some other array methods such as Array.some, in sparse arrays the callback is called even for indexes of entries not present in the array.

**Example**:

const courses = [

{ id: 1, name: "a" },

{ id: 2, name: "b" },

{ id: 3, name: "c" }

];

const course = courses.findIndex(function(course) {

return course.name === "a";

});

console.log(course); *//0*

const course1 = courses.findIndex(course => course.name === "d");

console.log(course1); *//-1*

**4) Arrow Function**:

Arrow functions (also called “fat arrow functions”) are undoubtedly one of the more popular features of ES6. They introduced a new way of writing concise functions.

**Normal Function**:

function timesTwo(params) {

return params \* 2;

}

console.log(timesTwo(4)); *// 8*

const courses = [

{ id: 1, name: "a" },

{ id: 2, name: "b" },

{ id: 3, name: "c" }

];

const course = courses.findIndex(function(course) {

return course.name === "c";

});

console.log(course); *//2*

**Arrow function**:

const course = courses.findIndex(function(course) {

return course.name === "c";

});

console.log(course); *//2*

var timesTwo = params => params \* 2;

console.log(timesTwo(4)); *//8*

const c1 = courses.findIndex(course => course.name == "c");

console.log(c1); *//2*

**5) Removing Element**:

For removing and element from an array we can the following three elements. By using this method we can remove element of an array from beginning, middle or end position.

1. pop() => remove an element from last
2. shift() => remove an element from beginning
3. splice() => remove an element from middle

**a) pop()**:

Removes the last element from an array and returns it.

**Example**:

const numbers = [1, 2, 3, 4];

const last = numbers.pop();

console.log(last); //4

console.log(numbers); //[ 1, 2, 3 ]

**b) shift()**:

Removes the first element from an array and returns it.

**Example**:

const numbers = [1, 2, 3, 4];

const first = numbers.shift();

console.log(first); //1

console.log(numbers); //[ 2, 3, 4 ]

**c) splice()**:

Removes elements from an array and, if necessary, inserts new elements in their place, returning the deleted elements.

splice(start: number, deleteCount?: number): number[] (+1 overload)

start => The zero-based location in the array from which to start removing elements.

deleteCount => The number of elements to remove.

**Example**:

const numbers = [1, 2, 3, 4];

const removeNumber = numbers.splice(2, 1);

console.log(removeNumber); //[3]

console.log(numbers); //[ 1, 2, 4 ]

**Note**:

If we pass a single parameter to splice() method then the method receive it as index number and remove the element from index to all the rest element and return it as an array.

**Example**:

const numbers = [1, 2, 3, 4];

const num = numbers.splice(0); //[ 1, 2, 3, 4 ]

const num = numbers.splice(1); //[ 2, 3, 4 ]

const num = numbers.splice(2); //[ 3, 4 ]

const num = numbers.splice(3); //[ 4 ]

**Note**:

The splice() method changes the contents of an array by removing or replacing existing elements and/or adding new elements.

**5) Emptying an array**:

Emptying means remove all the elements from an array. There are a few difference solutions for this.

**Solution-1**:

Reassign an array.

let numbers = [1, 2, 3, 4];

numbers = [];

console.log(numbers); //[]

Here the array [1, 2, 3, 4] still in the memory, so if there are no other references to this object, it will

removed by the garbage collector. If the array numbers have any other reference then [1, 2, 3, 4] is not removed by garbage collector. When we reassign numbers = [] numbers it will pointing a new object.

**Example**:

let numbers = [1, 2, 3, 4];

let another = numbers;

numbers = [];

console.log(numbers); //[]

console.log(another); //[1, 2, 3, 4]

So if our array has multiple references we cannot use this we have to use another solution.

**Solution-2**:

Set the lengths property to zero and this will truncate the array. It will remove all elements.

let numbers = [1, 2, 3, 4];

let another = numbers;

numbers.length = 0;

console.log(numbers); //[]

console.log(another); //[]

**Solution-3**:

Use the splice() method. By using we can be emptying an array. The other array which uses the array reference is also empty.

let numbers = [1, 2, 3, 4];

let another = numbers;

numbers.splice(0, numbers.length); //[1, 2, 3, 4]

//or numbers.splice(0); //[1, 2, 3, 4]

console.log(numbers); //[]

console.log(another); //[]

**Solution-4**:

Use pop() method. pop() method removes the last element in the array. Now we can keep this in a loop, and keep calling this method, as long as we have an element in this array.

let numbers = [1, 2, 3, 4];

let another = numbers;

while(numbers.length > 0){

numbers.pop();

}

console.log(numbers); //[]

console.log(another); //[]

This approach is not recommended because if we dealing with a large array, if we have a million object in that array, there’s going to be a performance cost. We have to calling this pop method a million times.

**Note**:

From the above four approach the 2nd approach is recommended “Set the lengths property to zero”. If we have a single reference array the first solution is perfect.

**7) Combining and Slicing array**:
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